# DESIGN PATTERN IN C#

# Facade

### definition

|  |  |
| --- | --- |
| http://www.dofactory.com/Images/pixel.gif | Provide a unified interface to a set of interfaces in a subsystem. Façade defines a higher-level interface that makes the subsystem easier to use. |

### UML class diagram

![http://www.dofactory.com/Patterns/Diagrams/facade.gif](data:image/gif;base64,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)

### participants

    The classes and/or objects participating in this pattern are:

* **Facade**   **(MortgageApplication)**
  + knows which subsystem classes are responsible for a request.
  + delegates client requests to appropriate subsystem objects.
* **Subsystem classes**   **(Bank, Credit, Loan)**
  + implement subsystem functionality.
  + handle work assigned by the Facade object.
  + have no knowledge of the facade and keep no reference to it.

[![http://www.dofactory.com/Images/up.gif](data:image/gif;base64,R0lGODlhEQARAPf/AP///wgICCEhIWNjY4SEhLW1tf8AANa1ACEhADExAEpKAGNjAKWlALW1AM7OAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAMDAwCH5BAEAAP8ALAAAAAARABEAQAipAP8JFFiAwICDBAoMFDhggYMDBgwcgDgx4gEHCwYs/Ffw4ICEG/8NSOCgZMWJJR0k0CiSZEqKKR0gYMlRQIIGMR00SCBA4T8CCExCjGjxokwCQHPCjImAAEGbDHIy4OlzYIEBARAs2IogwICqNRW8RFlSQU+OAXA+HCrRaIMAVx1WlEi3LcaDciee1HsxY4EAUV9KjPlWYQEBYoUadWAW7NWsWxd0/TowIAA7)return to top](http://www.dofactory.com/Patterns/PatternFacade.aspx)

### sample code in C#

This structural code demonstrates the Facade pattern which provides a simplified and uniform interface to a large subsystem of classes.

**sample code in C#**

This structural code demonstrates the Facade pattern which provides a simplified and uniform interface to a large subsystem of classes.

|  |
| --- |
| // Facade pattern -- Structural example |
| using System;    namespace DoFactory.GangOfFour.Facade.Structural  {    /// <summary>    /// MainApp startup class for Structural    /// Facade Design Pattern.    /// </summary>    class MainApp    {      /// <summary>      /// Entry point into console application.      /// </summary>      public static void Main()      {        Facade facade = new Facade();          facade.MethodA();        facade.MethodB();          // Wait for user        Console.ReadKey();      }    }      /// <summary>    /// The 'Subsystem ClassA' class    /// </summary>    class SubSystemOne    {      public void MethodOne()      {        Console.WriteLine(" SubSystemOne Method");      }    }      /// <summary>    /// The 'Subsystem ClassB' class    /// </summary>    class SubSystemTwo    {      public void MethodTwo()      {        Console.WriteLine(" SubSystemTwo Method");      }    }      /// <summary>    /// The 'Subsystem ClassC' class    /// </summary>    class SubSystemThree    {      public void MethodThree()      {        Console.WriteLine(" SubSystemThree Method");      }    }      /// <summary>    /// The 'Subsystem ClassD' class    /// </summary>    class SubSystemFour    {      public void MethodFour()      {        Console.WriteLine(" SubSystemFour Method");      }    }      /// <summary>    /// The 'Facade' class    /// </summary>    class Facade    {      private SubSystemOne \_one;      private SubSystemTwo \_two;      private SubSystemThree \_three;      private SubSystemFour \_four;        public Facade()      {        \_one = new SubSystemOne();        \_two = new SubSystemTwo();        \_three = new SubSystemThree();        \_four = new SubSystemFour();      }        public void MethodA()      {        Console.WriteLine("\nMethodA() ---- ");        \_one.MethodOne();        \_two.MethodTwo();        \_four.MethodFour();      }        public void MethodB()      {        Console.WriteLine("\nMethodB() ---- ");        \_two.MethodTwo();        \_three.MethodThree();      }    }  } |
| Output  MethodA() ---- SubSystemOne Method SubSystemTwo Method SubSystemFour Method  MethodB() ---- SubSystemTwo Method SubSystemThree Method |

1. Factory Method Design Pattern

|  |  |
| --- | --- |
|  |  |

|  |  |  |  |
| --- | --- | --- | --- |
| Definition  |  |  | | --- | --- | | http://www.dofactory.com/Images/pixel.gif | Define an interface for creating an object, but let subclasses decide which class to instantiate. Factory Method lets a class defer instantiation to subclasses. | |  |

### UML class diagram
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### participants

    The classes and/or objects participating in this pattern are:

* **Product**  **(Page) ( it holds static method)**
  + defines the interface of objects the factory method creates
* **ConcreteProduct**  **(SkillsPage, EducationPage, ExperiencePage)( non abstract)**
  + implements the Product interface
* **Creator**  **(Document)(user)**
  + declares the factory method, which returns an object of type Product. Creator may also define a default implementation of the factory method that returns a default ConcreteProduct object.
  + may call the factory method to create a Product object.
* **ConcreteCreator**  **(Report, Resume)** 
  + overrides the factory method to return an instance of a ConcreteProduct.

### sample code in C#

This structural code demonstrates the Factory method offering great flexibility in creating different objects. The Abstract class may provide a default object, but each subclass can instantiate an extended version of the object.

EXAMPLE1:

|  |
| --- |
| // Factory Method pattern -- Structural example |
| using System;    namespace DoFactory.GangOfFour.Factory.Structural  {    /// <summary>    /// MainApp startup class for Structural    /// Factory Method Design Pattern.    /// </summary>    class MainApp    {      /// <summary>      /// Entry point into console application.      /// </summary>      static void Main()      {        // An array of creators        Creator[] creators = new Creator[2];          creators[0] = new ConcreteCreatorA();        creators[1] = new ConcreteCreatorB();          // Iterate over creators and create products        foreach (Creator creator in creators)        {          Product product = creator.FactoryMethod();          Console.WriteLine("Created {0}",            product.GetType().Name);        }          // Wait for user        Console.ReadKey();      }    }      /// <summary>    /// The 'Product' abstract class    /// </summary>    abstract class Product    {    }      /// <summary>    /// A 'ConcreteProduct' class    /// </summary>    class ConcreteProductA : Product    {    }      /// <summary>    /// A 'ConcreteProduct' class    /// </summary>    class ConcreteProductB : Product    {    }      /// <summary>    /// The 'Creator' abstract class    /// </summary>    abstract class Creator    {      public abstract Product FactoryMethod();    }      /// <summary>    /// A 'ConcreteCreator' class    /// </summary>    class ConcreteCreatorA : Creator    {      public override Product FactoryMethod()      {        return new ConcreteProductA();      }    }      /// <summary>    /// A 'ConcreteCreator' class    /// </summary>    class ConcreteCreatorB : Creator    {      public override Product FactoryMethod()      {        return new ConcreteProductB();      }    }  } |
| Output  Created ConcreteProductA Created ConcreteProductB |

EXAMPLE 2:

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

namespace facade\_vehicle

{

public interface Factory

{

void drive(int miles);

}

class Scooter : Factory

{

public void drive(int miles)

{

Console.WriteLine("This scooter drives" + miles + " km ");

}

}

class Car : Factory

{

public void drive(int miles)

{

Console.WriteLine("This car dives " + miles + " km ");

}

}

public abstract class VehicleFactory

{

public abstract Factory Getvehicle(string vehicle);

}

public class ConcreteVehicleFactory : VehicleFactory

{

public override Factory Getvehicle(string vehicle)

{

switch (vehicle)

{

case "Scooter":

return new Scooter();

case "Car":

return new Car();

default:

throw new ApplicationException(string.Format("vehicl {0} cant be created",vehicle));

}

}

}

class Program

{

static void Main(string[] args)

{

VehicleFactory vf = new ConcreteVehicleFactory();

Factory scooter = vf.Getvehicle("Scooter");

scooter.drive(45);

Factory car = vf.Getvehicle("Car");

car.drive(78);

Console.ReadKey();

}

}

}

**OUTPUT:**

**This scooter drives 45 km**

**This car drives 78 km**

# Command Design Pattern

|  |  |
| --- | --- |
|  |  |

|  |  |  |  |
| --- | --- | --- | --- |
| definition  |  |  | | --- | --- | | http://www.dofactory.com/Images/pixel.gif | Encapsulate a request as an object, thereby letting you parameterize clients with different requests, queue or log requests, and support undoable operations. | |  |

### UML class diagram
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### participants

    The classes and/or objects participating in this pattern are:

* **Command**  **(Command)**
  + declares an interface for executing an operation
* **ConcreteCommand**  **(CalculatorCommand)**
  + defines a binding between a Receiver object and an action
  + implements Execute by invoking the corresponding operation(s) on Receiver
* **Client**  **(CommandApp)**
  + creates a ConcreteCommand object and sets its receiver
* **Invoker**  **(User)**
  + asks the command to carry out the request
* **Receiver**  **(Calculator)**
  + knows how to perform the operations associated with carrying out the request.

### sample code in C#

This structural code demonstrates the Command pattern which stores requests as objects allowing clients to execute or playback the requests.

|  |
| --- |
| // Command pattern -- Structural example |
| using System;    namespace DoFactory.GangOfFour.Command.Structural  {    /// <summary>    /// MainApp startup class for Structural    /// Command Design Pattern.    /// </summary>    class MainApp    {      /// <summary>      /// Entry point into console application.      /// </summary>      static void Main()      {        // Create receiver, command, and invoker        Receiver receiver = new Receiver();        Command command = new ConcreteCommand(receiver);        Invoker invoker = new Invoker();          // Set and execute command        invoker.SetCommand(command);        invoker.ExecuteCommand();          // Wait for user        Console.ReadKey();      }    }      /// <summary>    /// The 'Command' abstract class    /// </summary>    abstract class Command    {      protected Receiver receiver;        // Constructor      public Command(Receiver receiver)      {        this.receiver = receiver;      }        public abstract void Execute();    }      /// <summary>    /// The 'ConcreteCommand' class    /// </summary>    class ConcreteCommand : Command    {      // Constructor      public ConcreteCommand(Receiver receiver) :        base(receiver)      {      }        public override void Execute()      {        receiver.Action();      }    }      /// <summary>    /// The 'Receiver' class    /// </summary>    class Receiver    {      public void Action()      {        Console.WriteLine("Called Receiver.Action()");      }    }      /// <summary>    /// The 'Invoker' class    /// </summary>    class Invoker    {      private Command \_command;        public void SetCommand(Command command)      {        this.\_command = command;      }        public void ExecuteCommand()      {        \_command.Execute();      } |
| }  } |
| Output  Called Receiver.Action() |